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Abstract

Aspects, such as safety, security and productivity play an important role in developing process control systems. These aspects need to be specified at requirements analysis level. Goal driven requirements analysis methods are well suited to trace the different aspects of software applications to the early design level. This paper illustrates how to use the GOPCSD tool in developing aspect-based process control applications. The GOPCSD tool adopts goal driven requirements analysis concepts and has been adapted from the KAOS method to address process control systems. The various aspects of the process control application are modeled using high-level goals within the requirements goal-model. Although these goals are concerned with “soft” issues, the GOPCSD tool guides the user to specialize them to operational/functional sub-goals, assigned to (combinations of) appropriate agents. This can prepare the stage for the consistency and completeness checks offered in the GOPCSD tool to bring the different aspects together. The user will be able to reason about the why of the requirements units, as well as validate the overall operation of the process control application. Finally, the tool will automatically translate the corrected requirements into a B specification, which traces the early requirements aspects to the initial high-level design.

1. Introduction

The software industry has insinuated itself into many applications, reaching a considerable level of maturity in many areas. Consequently, the struggle in the software sector is turning towards the quality of the produced applications. Apart from product operation, issues such as how much safety, usability, security, mobility, and reusability the software products offer are gaining more attention from the client’s perspective. These quality aspects make one application preferable to another and, hence, encourage the client to choose it. As noted in [11], more effort should be paid to the quality aspects of requirements for the application. Hence, the software provider needs to pay equal attention to the quality of achieving client’s functions and the functions, themselves. This indicates the value of integrating quality attributes and operation of the software applications as early as at the requirements and user needs levels.

Delaying the aspect requirements later to the design and implementation levels, without explicitly demanding them at the requirements analysis level, may result in potential conflicts with the original requirements, as well as operational elements of the design. In particular, this later stage of the development lifecycle may present difficulties in changing/altering the original requirements, which may in turn result in making the client unhappy. In addition, agreeing with the client only on the functional requirements may be likened to contracting one application and developing a different one. In fact, the functional requirements should be regarded as what the system should perform, whereas the quality aspects should affect the manner of this performance. For example, in a lift system, safety aspects can restrict the movement of the cabinet if the door is not closed. Thus, the specification of the functions and the restrictions enforced by qualitative aspects should be better specified at the same level. So, not only should the aspects not die, as in [23], at the implementation stages, destroying traceability, but aspects should also be alive from the beginning, at the user needs and system requirements stage.

In the field of process control systems, quality aspects include safety, usability, security and economic. Neglecting one of these aspects in control applications would result in unsafe, insecure, or very expensive solutions, which will usually be rejected by the client. Although two control applications can perform the same functions, they may still differ in how much safety they offer, how easy it is to use them, or how much power they consume. This can make one of them more successful than the other.

There has been considerable interest in dealing with aspects at the level of programming languages by supplying explicit language constructs to implement aspects: AOP [14], AspectJ [30], PROSE [27], [3], [5], ARCaDe [28], [29]. However, at the requirements and specification level, aspects are represented using appropriate language constructs, or are implicit in specifications of the safety, livens and fairness
properties, as in B [1, 4], VDM [13], SMV [24] RSDS [18] and SCR [12].

In [7], aspects within requirements goals were monitored at runtime; the implementation code had two main parts: one to fulfill the operational goals of the system and the other to monitor the aspects and their requirements. In Planguage (a programming planning language), Gibb in [11] has suggested some quantitative scales to be used to measure the quality aspects.

To represent the aspects in the requirements level, the requirements model has to be able to trace these aspects from the level of client needs down to the early specification level, and then to the implementation level [6]. Moreover, the developed method should provide reasoning about the why of the various parts of the requirements, to validate the aspect-based requirements model as in KAOS [15]. In addition, an aspect-based development should provide an opportunity to evolve the requirements or change them later in response to the results of changing client needs and/or the results of analysis.

One of the requirements approaches that devotes a high level of attention to traceability and understandability is goal driven methods, such as KAOS [15] and TROPOS [25]. In these methods, the requirements are represented in terms of hierarchies of goals called goal-models. Each goal represents an identified requirement, possibly an aspect, like safety, security or function. The main goal of each goal-model specifies the overall application and usually is refined to sub goals that represent different parts, modes, and aspects of the applications. The refinement process ends at terminal level, where each terminal goal is simple enough to be assigned to an agent to carry it out as an operation. These operations may be assigned to agents such as software components, humans or hardware devices. Since all higher-level goals are eventually realized as a combination of terminal goals operationalised by (combinations of) agents, higher-level goals representing aspects are transformed to operational goals realized by agents. This transformation of aspects to combinations of operational goals realized by combinations of agents is the key to aspect-based design provided by (some) goal oriented requirements methods like KAOS and GOPCSD.

As a result, the aspects can be traced down from a high-level goal to the terminal goal level, where they can be translated to early design form, as a B specification [1], which is acknowledged as a suitable formal tool for designing reactive systems. This traceability from requirements to early design offered by the goal-models ensures Aspect Oriented Software Development (AOSD) will fulfill its goal of being a software engineering method, as noted in [5].

Although the B method suits the design of process control systems, the formal logic and sophisticated mathematics of its formal language have hindered both its usability and understandability by users, such as process systems engineers, and restricted its use to a small part of the software engineering community. This demonstrates some interference of concerns between the systems engineer, as the client, and the software engineer, as the service provider. More informality should be allowed to the client to be able to express these quality aspects and the requirements method should not depend on deep knowledge of some specific design and implementation method and its possibly alien and unfamiliar formalisms and notations. Hence, some automated mapping should translate the agreed requirements to a formal design model, as noted in [21]. Thus, we were motivated to develop the GOPCSD (Goal Oriented Process Control Systems Design) tool [10] that adapts the goal driven requirements analysis method of KAOS [15, 16], but after some significant adaptations to fit the nature of process control systems.

This paper consists of six sections. In section one, we introduced the research area. In section two, we briefly describe the GOPCSD tool, especially in relation to developing aspect-based requirements. In section three, we illustrate how to create aspect-based goal-models in GOPCSD, using some process control examples. Then, in section four, we show how to bring the different aspects together using the checks and tests offered in the GOPCSD tool. In section five, we use the animation utility offered by the tool to validate the corrected requirements after bringing the aspects together. Finally, in section six, we draw conclusions and suggest future directions for further work.

2. The GOPCSD Tool

The GOPCSD tool [10] has been developed to manage rationally the gap between the process control systems engineer’s perspective, as the client, and the formal specification level, supplied normally by a software engineer. To accomplish this; we have developed an integrated requirements development environment, where the process control requirements can be constructed using a provided library, structured in terms of hierarchies of goals, and then checked, corrected, validated and finally automatically translated to a B formal specification. In the following sub sections, we briefly describe the requirements elements to represent process control applications in
the GOPCSD tool and the development phases needed to complete the generation of a formal specification in B corresponding to the corrected requirements.

2.1 Requirements Elements

The goal-oriented requirements of any process control system will be represented within the GOPCSD tool by the following elements:

2.1.1. The Components. In process control systems, components represent the physical parts of the applications, such as valves, robots, and deposit belts. The detailed specifications of each component, including its variables, agents and goal-models, are stored in the GOPCSD library. The systems engineer can create/edit the component details using the GOPCSD library manager.

2.1.2. The Variables. Variables are considered as an essential part of formalizing the user requirements. In the GOPCSD tool, the application’s global state is usually described by a set of variables. Each of these variables has one of three types: input, output or intermediate. In the GOPCSD tool, the variables are associated with the high-level goal-model templates or the components, each of which the user can import from the library; however, the tool user can also create, edit, and delete variables from the application design space.

2.1.3. The Agents. Agents are the objects that control the application parts and its local environment. Some of the agents can be part of the application to be built, like software interface programs for hardware parts, or, alternatively, they can be existing programs or hardware devices that will be responsible for accomplishing defined goals to fulfill the overall application operation. Agents can have one of the following three types: device, software and human. The main source of agents is via the user’s importing of components from the library. But, if it is required to declare agents apart from those associated with the components, the user can create, edit, and delete them from within the GOPCSD tool environment.

2.1.4. The Goal-models. Goal-models constitute the main segments of the structured requirements; they represent the user requirements as a hierarchy of goals. Each goal-model starts with a main goal that has general scope; this main goal is usually refined to a number of sub-goals describing sub-parts, different aspects, or operation-modes of the application. Each of the goals within the goal model represents a qualitative or operational requirement; the tool supports informal descriptions of goals as well as formal descriptions based on temporal logic [22].

2.2 Development Phases

The GOPCSD tool covers the early development stages. It refines and formalises the abstract user’s needs to functional and formal specifications. After the user corrects and validates the requirements, the tool automatically generates a B specification. The tool has three development phases as follows:

2.2.1. Phase One. In this phase, the GOPCSD tool guides the user to construct the requirements and structure them in terms of goal-model hierarchies. The tool offers the user two options to choose from or to integrate in constructing the requirements: to import from the provided library (this library is dynamic in the sense that the user can create components and templates and store them in the library for future use), or to create the requirements entities from scratch using the tool’s utilities. After importing the components and templates or creating them, the next stage is to refine the incomplete goals and to combine the separate high level goal-models, representing abstract operational and qualitative goals, with operational goal models corresponding to components, to arrive at a complete model where each terminal goal is assigned to an agent as an operational goal. When the user manages to construct a single goal-model specifying the entire application, the second phase of correct and debugging the goal-model can start.

2.2.2. Phase Two. This phase checks the completeness and consistency of the requirements. The tool provides various checks to remove the major part of the requirements bugs. In addition, an animation utility is offered to validate the requirements by executing the goal-model corresponding to the application. Thus, the application performance can be portrayed for the client before generating formal specifications and implementations. The tool enables the user to stimulate the system by changing the values of input variables and mimicking faults and delays in the different components.

2.2.3. Phase Three. This is the third and final phase of generating formal specifications. After the goal-model has been checked and modified, the tool can
automatically generate general “use case”-like operations that each has an associated pre- and post-condition and a responsible actor (one of the application’s agents) to perform the operation. The GOPCSD tool also generates a B formal specification. The generated B machines will be documented using the informal description of the requirements elements supplied by the systems engineer.

2.3 The GOPCSD Tool Support for AOSD

The various aspects of the process control application requirements will be represented as high-level conjunctive goals. Aspect keywords, such as safety, productivity, etc., will be written explicitly within the informal description of the high-level goals. The sub goals of one aspectual goal will inherit the aspect from their parent goal. The non-aspectual high-level goals will be concerned with the normal operation of the system, and will usually be grouped under one high-level goal (see goals G3 in fig. 1 and G5 in fig. 3). Each high-level aspectual goal will be refined to a level in which the goal representing the aspect can be formulated as a combination of operations that demands an operational scenario to be undertaken by a combination of agents.

After completing the construction of the goal-model, the different aspects of the requirements will be brought together through the consistency and completeness checks. The tool provides utilities for reasoning about why and how for the different goals, including aspect related ones, of the goal-model. Thus, an early correction path is achieved as well as an informal means for better understanding of the constructed requirements model.

To validate the constructed requirements model, the GOPCSD tool provides an animation utility, which can reason about the why of taking the current actions in terms of aspect goals, cycle by cycle, during the symbolic execution. Finally, the tool automatically generates a B specification corresponding to the corrected requirements, which is documented (using the informal description segments of the goals) to be able to trace the aspects down to the implementation level.

3. Creating the Aspect-based Requirements

To achieve the single requirements model, which is the aim of the GOPCSD method, from the multiple aspect requirements, the construction of the requirements specifications may use one of two variations. In the first one, the specification has to consider the different aspects all at once. This (eventually) entails that the defined operations involving pre- and post-conditions must combine to affect the different aspects. For example, in a production cell, the robot arms should be moved in a safe way, while also ensuring that the service time for each metal blank will be as small as possible.

In another possible variation, a separate requirements view concerning each aspect can be constructed; and, then, the requirements from the different views can be examined to ensure they do not prescribe any incomplete nor inconsistent behavior, ensuring the views are integrated. For example, regarding the robot arm movement, there will be different requirements from the point of view of safety, productivity and operation. Then, using conflict and completeness analyses, some situations will be highlighted, where goals relating to different aspects will compete. Thus, by modifying the various aspect related goals, after the problems pointed out by

![Fig. 1, the goal model of the gas burner system](Image)
consistency and completeness checks, the requirements model will automatically adapt itself to weave the various aspects together.

The second approach has the promise of less effort being expended for the design of each aspect view (due to simpler models of each aspect), as well as similar effort being required to test the completeness and consistency of the requirements overall. Hence, as noted in [2] to decrease the effort required to put the aspects together, we adopt this second approach to group the requirements by aspects at the high-levels within the goal-model. The requirements model will be then elicited by refining the initial user needs into detailed system requirements.

In one case study, we examined a gas burner system, as studied before in [17]. The burner system has safety requirements (to control the gas concentration in the area around the burner to avoid explosion) and economy requirements (to increase the lifetime of the igniter). The GOPCSD tool guides the user to elicit the requirements in a goal-model, which has three main goals G2, G3 and G4 concerning safety, operation and economy, respectively, as shown in Fig. 1. Each of these goals has been refined to sub-goals concerning local parts or stages of the burner operation. Since the economy is considered as a soft goal (difficult to be formalized or measured), we specialize the economy goal (G4) to a sub-goal (G18), which maximizes the igniter lifetime. Similarly, because it is difficult to formalize and represent all factors affecting the lifetime of the igniter, we specialize goal G18 to G19, where we formulate a goal of avoiding switching the igniter on if the flame already exists. What can be done to effectively manage the lifetime of a physical component is exactly the kind of knowledge that we would expect a process systems engineer specialized in burner systems to possess.

For safety requirements, which are again considered as a soft goal (G2), we specialize to an instance of the safety goal that concerns itself with the gas concentration around the burner (G5). In goal G5, it was then easy to formalize the requirement about the concentration of the gas being controlled by avoiding the opening of the gas valve while the air valve is closed. Again, this is likely to be the kind of specialist knowledge possessed by the process systems engineer. Thus, we were able to formalize some issues related to soft concepts/“non-functional requirements” by using the specialization sub-goaling mechanism of GOPCSD. All other sub-goaling mechanisms in GOPCSD require a logical equivalence between the goal and its set of sub-goals.

In another case study, we examined a production cell [20], as shown in Fig. 2. The production cell has a safety goal (to avoid collision between the different machine parts), a productivity goal (to increase the throughput of the system) and a liveness goal (to ensure every blank metal coming through the feed belt will be stamped and delivered to the deposit belt). We model each of these aspects by one high-level goal, as shown in Fig. 3.
in fig. 3. Goals G2, G3, G4 and G5 represent the safety, liveness, productivity (throughput) and operational goals, respectively. Each of these goals is refined, separately, as shown in fig. 3.

Although maintaining safety conditions for the production cell is considered as a soft goal that has many factors, some of which are difficult to determine and/or control, we specialize the sub goal G6 (concerned with the avoidance of dangerous and controllable situations) from the safety goal G2. Goal G6 is designed to avoid some predicted circumstances that may arise during run-time and are detectable and avoidable by the control system. Again, the knowledge of the process systems engineer is crucial in identifying the right specialization to apply. Hence, goal G6 is refined as a number of conjunctive goals that are designed to avoid the machines colliding with each other (G7), avoid hitting any objects by the robot arms (G8), avoid having two metals on the table tray at the same time (G9) or inside the press at the same time (G10). Goal G7, avoiding collision between the different machines can be refined as -goal G11- avoiding the table hitting robot arm1, and -goal G12- avoiding the press hitting robot arm1 and -goal G13- arm2. Each of these sub-goals is tracing the safety aspect and can be formally specified and assigned to an agent, such as a robot arm or a table motor, as a set of operational goals.

Like safety, the productivity issue has a soft comprehensive goal G4. The productivity of the cell is affected by various factors. Some of these factors are unmanageable, whereas others are uncontrollable by the designed application. Thus, we create a more rigid/harder goal (G21) that resembles the accessible factors the control application can operationally perform to decrease the service-time for each individual blank metal. So, we specialize G4 into an instance G21 concerning with the reduction of the service time as a functional factor to increase the productivity. Goal G21 can be refined in terms of sub-goals reducing the service time in the local parts of the production cell. A possible refinement could be as follows: G22, maintain a continuous stream of incoming blank metals; G23, keep the robot ready to serve either the press or the table; G24, keep the table ready to receive new blank metals; G25, keep the press ready to process a new metal; and G26, keep delivering the processed metals. Although these sub-goals are tracing a non-functional aspect, each of them is considered on its own as a high-level functional goal that can be refined systematically into operational sub-goals.

Similarly, the liveness goal G3 can be refined into operational goals, as can the operational goal G5.

Note that again we have used a combination of specialization of operational/non functional goals to functional ones, and the usual refinement of operational goals, to achieve the completion of the overall goal model for the application.

Designing each aspect view separately, as in [2], can be considered an advantage because it is much easier to concentrate on the different views separately rather than a single combined view. Furthermore, allowing different views for each aspect encourages a group of systems engineers to develop the requirements model in parallel. In addition, the aspect goals and sub-goal-models can then be reused from similar applications and/or previous versions of the same application.

4. Putting the Various Aspects together

Bringing the different aspects together could be achieved dynamically at run-time or in advance. As in [27], to dynamically weave the different aspects, the aspects should be traced into the executable segments of the program. Thereafter at runtime, the segment that traces the most important aspect to fulfill amongst the activated segments should be executed. We could equally apply this approach to goal driven requirements by ranking the goals, according to the aspects, which they are tracing.

An alternative direction to put the aspects together instead at runtime entails some analysis to be carried out to put the requirements composed from the different aspects together before the final implementation stage. This analysis should examine the various situations that can occur during run-time.

Although it is difficult to examine all possibilities that may occur during run-time, especially at requirements stages, the second approach can still be considered better than the first, from the validation point of view, since the decisions about what to do when requirements of different aspects conflict were validated at the requirements stage and not left for resolution when the run-time system was being created.

In particular, this latter approach should be the right one if the aspects do not have absolute rankings over each other for all run-time configurations, as noted in [29]. For example, in some circumstances productivity decision should come before operational ones, while in other circumstances the opposite situation may occur.

Thus, we adopt the idea of performing some analysis at the requirements stage to predict the
situations when the different aspects can undermine each other. The GOPCSD tool allows the user to perform consistency (goal-conflict analysis) and completeness checks for this purpose.

Conflict happens within goal driven requirements when different goals are simultaneously fired and attempt to control the same parts of the components of the system. To be able to remove such cases, the requirements need to undergo consistency checks to ensure such conflicts will not happen during run-time. The GOPCSD tool provides consistency checking [8] based on testing the various runtime configurations, to detect whether the active goals under each of these configurations prescribe inconsistent behaviors, as in [16].

For example, having performed consistency check on the complete goal-model of the production cell (shown in fig. 3), it shows that goals G40 and G11 are conflicting. Goal G11 restricts the rotation of the robot if its first arm is extended until the rotary table moves down to avoid hitting it, whereas goal G40 (grandchild of the cell G23, to increase the productivity of the cell by moving the robot if it is free to wait for the next expected job) prescribes the rotation of the Robot towards the press to be ready to pick up the metal, which is being pressed at that moment. Knowing that goal G40 has a productivity aspect (increasing the throughput) and goal G11 has a safety aspect, we should modify the pre-condition of the productivity goal G40 to make sure the two goals will not be active at the same time. The pre-condition of goal G40 can be modified to be mutually exclusive with respect to the pre-condition of goal G11. Thus, goal G40 will be restricted to be active only when the robot arms are retracted. Thus, one of the safety aspect goals (G11) affected the way the productivity goals work. Similarly, other conflicting goals could be changed, paying attention to the importance of each aspect for each individual conflict.

The incompleteness and indeterminism of the requirements may lead to situations where the system prescribes strange or unplanned run-time behaviors. For example, the control system may toggle between two states (or possibly more) attempting to address different aspects. Although the control system actions are consistent, they might exhibit strange behaviors because of the indeterminism and incompleteness concealed within the unchecked requirements. Hence, the GOPCSD tool offers a completeness check based on the completeness of software requirements specification (SRS) [6], which discovers the cases where the requirements prescribe indeterminism or absence of control. Consequently, the tool provides suggestions for the user to resolve such cases.

Another example to show how completeness analysis can be employed to merge the various aspects is provided, as follows. According to normal requirements specifications of the gas burner system, if the gas valve is open, it closes whenever the air valve is closed to maintain safety conditions, goal G5. On the other hand, when the user switches the burner on, the gas valve opens (goal G11: start the system up when requested) and the control system should ensure the two valves are open to maintain the flame burning (G13 keeps the gas valve open to maintain the flame burning). These three goals can prescribe a behavior of indeterminacy, when air valve is closed and the switch is open. \((\text{switch}_\text{switch}\_\text{state} = \text{ON} \text{ and } \text{air}_\text{valve}\_\text{state} = \text{CLOSED})\). This results in a state, which toggles between opening and closing the gas valve. It is essential to remove such a situation and similar situations. The solution is to modify the pre-conditions of these goals to make sure they are disjoint, and then the behavior will be deterministic. This may be achieved by enabling the safety goal G5 to close the valve only when the switch is off. This is probably unacceptable because the unsafe situation can occur during starting up, when the switch is on. The other choice, which is more logical, is that the gas valve will not be open unless the air valve is already open, i.e. to restrict goals G11 and G13 by adding \((\text{air}_\text{valve}\_\text{state}=\text{OPEN})\) in their pre-conditions. Having changed the pre-conditions of goals G11 and G13, the safety and operational goals are merged together, without conflicts. (Of course, having changed the goal-model, conflict and completeness checks should again be applied.)

The systems engineer will almost certainly be in a better position to take responsibility for making these decisions before the GOPCSD tool generates B formal specifications and leaving the stage prepared for a software engineer to get involved in developing the control application, within the B toolkit [4] or other similar environments.

5. Validating the Requirements

An important step is to validate the requirements, especially after modifying them to combine the different aspects. The GOPCSD tool provides an animation utility, which symbolically executes the goal-model. The traces of execution cycle by cycle contain the applied events (changes in the input variables) and the list of the activated goals within the goal-model, which trace the different aspects from the high-level
abstract goals to the terminal functional goals. Thus, the user can be acquainted with the current state of the system and reason about the why for system actions. Because each goal is tracing one aspect, the user can be familiar with how the various aspects will work together to fulfill user needs. This increases the understandability of the requirements model. The generated formal specification usually does not achieve such a high level of understandability (a main drawback of formal methods), at least by the normal systems engineer.

In addition, the animation utility allows the user to change the system state and observe the activated goals. This can be effectively used to check whether and how the process control system can recover from unsafe/insecure states. Serving as an early conceptual prototype, the animation utility can guide the systems engineer to fine tune and enhance the requirements.

6. Conclusions

The requirements stage of software development is acknowledged to be the main factor that defines the relative success of software application projects [26, 31]. Thus, the quality aspects should certainly be represented in the requirements stage. This motivated us to design the GOPCSD tool to trace the client's needs related to aspects down to the formal specification level.

The GOPCSD tool adopts the main concept of goal driven requirements analysis of KAOS. Within GOPCSD, the user can create aspect requirements, separately as sub goal-models, and then to combine them using completeness and consistency checks. The corrected requirements will be automatically translated into a B specification by the tool.

The GOPCSD tool does not restrict the user to begin the development lifecycle with a perfect requirements design. It guides its user to reach this stage after a feedback loop of checking and enhancing the requirements. This issue can be clearer in medium- and large- scale applications, where constructing a complete and consistent requirements model at the beginning is usually difficult to achieve.

The GOPCSD tool enables the user to express the productivity (throughput), liveness, safety, economy and operational aspects as conjunctive high-level goals. The requirements completeness and consistency checks can be employed to combine the different aspects in the same manner they are used to remove the requirements bugs. This will not entail more effort on the user side. The user may possibly have an easier and simpler view of each aspect rather than a single view that combines the aspects. The tool guides the user to develop the application faster in this respect, as recommended in [2]; it provides the integration of the different views using the conflict, completeness and, possibly, the animation utilities. This reduces the effort required by the systems engineer as well as not requiring a high-level of expertise in the process control field.

The way the different aspects are separated makes it easier for the user to decide which goal to weaken or strengthen when resolving conflicts or incompleteness; in addition, it helps to increase the modifiability, traceability, and augmentability [6] of the entire requirements model of the process control application.

Further research should be directed towards evaluating the various aspects while symbolically executing the requirements, as noted by defining quality metrics in [11] and incorporating them via the animation utility. This can guide the client/implmenter to have an early measure for how much each aspect is achieved in particular requirements specification solutions.

Another direction for future work is to see how we can remove the discovered conflict between the aspect related goals by prioritizing them, as noted in [16]. When more than one goal is fired simultaneously, the one with highest priority will be allowed to perform its action. This direction reduces the effort required by the user to modify the pre-conditions. However, further effort may be directed towards alerting the user to what will happen during run-time and also enabling him/her to overwrite the default priority system in some configurations. Thus, this can maintain the aspect sub goal-model ready to be reused in other versions of the application.
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